并发编程

1. 方法或者类的无状态

一个方法或者一个类既不包含任何域,也不包含对其它类中域的引用就称为无状态.无状态对象一定是线程安全的.该类可能有字段,但他们一定是编译时常量(static final).

1. 竞态条件

当某个计算的正确性取决于多个线程的交替执行时序时就会发生竞态条件,比如通过一个可能失效的观测结果决定下一步的动作.

1. volatile变量:

只能保证可见性,不能保证原子性.仅当能简化代码的实现以及对同步策略的验证时,才应该使用.比如检查某个状态标记以判断是否退出循环.

使用场景,满足以下条件:

1. 对变量的写入操作不依赖变量的当前值(++操作不行),或者确保只有单个线程更新变量的值.
2. 该变量不会与其他状态变量一起纳入不变性条件中.
3. 在访问变量时不需要加锁.

不可变对象可以通过任意机制来发布;

事实不可变对象(内部实现了同步机制)必须通过安全方式来发布;

可变对象必须通过安全方式发布,并且必须实现线程安全.

1. java监视器模式

将可变对象进行封装,并由对象自己的内置锁来实现线程安全.

当为现有的类添加一个原子操作时,可以通过组合(implements)添加锁方法.

1. 对象逸出

造成对象逸出的原因通常是因为对象的发布超出了既定的作用域.

基础构建模块
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